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# 概述

## 编写目的

本规范的目的是使本项目组成员以标准的、规范的方式设计和编码。通过建立编码规范，以使每个开发人员养成良好的编码风格和习惯；并以此形成项目组的编码约定，以提高程序的可靠性、可读性、可维护性和一致性等，增进团队间的交流，并保证软件产品的质量。

## 适用范围

本规范适用于中国电信集团级CRM项目组的设计、开发以及维护、升级等。

本规范适用于中国电信集团级CRM项目组的所有软件开发人员，在整个软件开发过程中必须遵循此规范。

## 术语和缩写

|  |  |  |
| --- | --- | --- |
| 术语和缩写 | 解释 | 备注 |
|  |  |  |

## 参考资料

|  |  |
| --- | --- |
| 参考文件 | 备注 |
| 《Java编程指南》 |  |
| 《Sun Java语言编码规范》 |  |
| 《Java Rules》 |  |
| 《Effictive Java 》 |  |
| 《Java技术手册》 |  |

# 字符集

在整个系统中，项目默认编码、新建代码文件、配置文件、资源文件、页面默认编码都要统一采用UTF-8的编码格式！

# 开发工具

本项目统一采用Genuitec的Eclipse Luna工具进行开发。

# 代码组织与风格

## 基本原则

代码的组织和风格的基本原则是：便于自己开发，易于与他人交流。因为个人习惯和编辑器等可以设置和形成自己的风格，但必须前后一致，并符合本规范的基本要求和原则。本节所涉及的内容一般都可以在Java集成编辑环境中进行相应设置，也可由Ant等调用checkstyle等来进行自动调整。

## 缩进

子功能块应该在其父功能块后缩进，当功能块过多而导致缩进过深的时候应当将子功能模块提取成子函数。代码中以TAB（4个字符）缩进，在编辑器中请将TAB设置成空格替代，否则在不同的编辑器或者设置下会导致TAB的长度不等而影响整个程序代码的格式。

缩进示例：

**public** **void** methodName(){

**if**(some condition){

**for**(...){

//same sentence

}//end for

}//end if

}

## 长度

为了便于阅读和理解，单个函数的有效代码长度应尽量控制在**150**行以内（不包括注释行），当一个功能模块过大时往往造成阅读困难，因此当使用子函数将相应功能抽取出来，这也有利于提高代码的重用度。

单个类也不宜于过大，当出现此类情况时当将相应的功能代码重构到其他类中，通过组合等方式来调用，建议单个类的长度包括注释行不超过**1500**行。

尽量避免使用大类和长方法。

## 行宽

页宽应该设置为**120**字符。一般不要超过超过这个宽度，这会导致在某些机器中无法用一屏来完整显示，但这一设置也可灵活调整，在任何情况下，超长的语句应该在一个逗号或一个操作符前折行。一个语句折行后应该比原来的语句再缩进一个TAB或者4个空格，以便于阅读。

## 间隔

类、方法及功能块间等应以空行相隔，以增加可读性，但不得有无规则的大片空行。操作符两端应当各空一个字符以增加可读性，相应独立的功能模块之间可使用注释行间隔，并标明相应内容。

## 对齐

关系密切的行应对齐，对齐包括类型、修饰、名称、参数等各部分对齐。连续赋值时当对齐操作符；当方法参数过多时当在每个参数后（逗号后）换行并对齐；当控制或者循环中的条件比较长时换行则对齐并注释各条件；变量定义最好通过添加空格形成对齐，同一类型的变量应放在一起。

## 括号

{}中的语句应该单独作为一行，左括号“{”当紧跟语句后，右括号“}”永远单独作为一行且与其匹配对齐，并尽量在其后说明其匹配的功能模块。

较长的方法以及类、接口等右括号使用//end…等标识其结束。

不要在程序中出现不必要的括号，但有时为了增加可读性和便于理解，当用括号限定相应项。左括号是否换行等随个人习惯而定，若换行当与其前导语句手字符对齐。

# 注释

## 基本原则

注释应该增加代码的清晰度，代码注释的目的要使代码更易于被其他开发人员理解；如果你的程序不值得注释，那么它很可能也不值得运行；应避免使用装饰性内容；应保持注释的简介；注释信息不仅要包括代码的功能还应给出原因；不要为了注释而注释；除变量定义等短语句的注释可用行尾注释外，其他注释当避免使用行尾注释。

## JavaDoc

对类、方法、变量等的注释需要符合JavaDoc规范，对于每个类，方法都应详细说明其功能、条件、参数等，并使用良好的HTML标记格式化注释，以便生成的JavaDoc易阅读和理解，类注释中当包含版本和作者信息。

## 注释的格式

* 注释中的第一个句子要以（英文）句号、问号或者感叹号结束。Javadoc生成工具会将注释中的第一个句子放在方法汇总表和索引中。
* 为了在JavaDoc和IDE中能快速链接跳转到相关联的类与方法，尽量多的使用@see xxx.MyClass，@see xx.MyClass#find(String)。
* Class必须以@author 作者名声明作者，不需要声明@version与@date，由版本管理系统保留此信息。
* 如果注释中有超过一个段落，用<p>分隔，示例代码以<pre></pre>包裹。
* 标识(java keyword, class/method/field/argument名，Constants) 以<code></code>包裹。
* 标识在第一次出现时以{@linkxxx.Myclass}注解以便JavaDoc与IDE中可以链接。

## 方法注释

依据标准JavaDoc规范对方法进行注释，以明确该方法功能、作用、各参数含义以及返回值等。复杂的算法用/\*\*/在方法内注解出。参数注释时当注明其取值范围等；返回值当注释出失败、错误、异常时的返回情况；异常当注释出什么情况、什么时候、什么条件下会引发什么样的异常。

方法注释示例：

/\*\*\*

\* 执行查询。

\* 该方法调用Statement的excuteQuery（sql）方法并返回ResultSet结果集

\* **@param** sql 标准SQL语句

\* **@return** ResultSet 结果集，若查询失败则返回null

\* **@throws** SQLException 当查询数据库时可能引发此异常

\*/

**public** ResultSet excuteQuery(String sql)**throws** SQLException{

//Statement和sql语句都不能为空

**if**(**null** != stmt && !StringUtil.Empty(sql)){

//返回查询执行结果

**return** stmt.executeQuery(sql);

}

**return** **null** ;

}

## 失效代码注释

由/\*...\*/界定，标准的C-Style的注释。专用于注释已失效的代码。

/\*

 \* Comment out the code

 \* String s = "hello";

\* System.out.println(s);

 \*/

## 代码细节注释

由//界定，专用于注释代码细节，即使有多行注释也仍然使用//，以便与用/\*\*/注释的失效代码分开，除了私有变量外，不推荐使用行末注释。

class MyClass {

private int myField; // An end-line comment.

public void myMethod {

//a very very long

//comment.

if (condition1) {

//condition1 comment

...

} else {

//elses condition comment

...

}

}

}

## 特殊代码的注释

* 代码质量不好但能正常运行，或者还没有实现的代码用//TODO: 或 //XXX:声明
* 存在错误隐患的代码用//FIXME:声明

## 注释参考表

注释参考表：

|  |  |
| --- | --- |
| **项目** | **注释内容** |
| 参数 | 参数类型  参数用来做什么  约束或者前提条件  示例 |
| 字段/属性 | 字段属性  注释所有使用的不变量  示例  并行事件  可见性决策 |
| 类 | 类的目的  已知的问题  类的开发/维护历史、版本  采用的不变量  并行策略 |
| 编译单元（文件） | 每一类/类内定义的接口，含简单的说明  文件名和/或标识信息  修改/维护记录  版权信息 |
| 或许成员函数 | 若可能，说明为什么使用滞后初始化 |
| 接口 | 目的  它应如何被使用以及如何不被使用 |
| 局部变量 | 用处/目的 |
| 成员函数注释 | 成员函数做什么以及它为什么做这个  哪些参数必须传递给一个成员函数  成员函数返回什么  已知的问题  任何由某个成员函数抛出的异常  可见性决策  成员函数是如何改变对象  包含任何修改代码的历史  如何在适当情况下调用成员函数的例子  适当的前提条件和后置条件 |
| 成员函数内部注释 | 控制结构  代码做了些什么以及为什么这样做  局部变量 |
| 包 | 包的功能和用途 |

# 命名

## 基本原则

规范的命名能使程序更易阅读，从而更易于理解。他们也可以提供一些 标识功能方面的信息，有助于更好的理解代码和应用。

使用可以准确说明变量/字段/类/接口/包等完整的英文描述符。例如，采用类似firstName，listAllUsers 或者CorpoateCustomer这样的名字，**严禁**使用**汉语拼音**及**不相关单词**命名，虽然Java支持Unicode命名，但本规范对包、类、接口、方法、变量、字段等**不得使用汉字**等进行命名。

采用该领域的术语，如果用户称他们的客户（clients）为“顾客”（customers），那么就采用术语Customer来命名这个类，而不是Client。

采用大小写混合，提高名字的可读性。一般应该采用小写字母，但是类和接口的名字的首字母，以及任何中间单词的首字母应该大写，包名全部小写。

尽量少用缩写，但如果一定要使用，当使用公共缩写或者习惯缩写等，如实现（implement）可缩写成**impl**，经理（manager）可缩写成**mgr**等，**严禁滥用缩写**。

避免使用长名字（最好不超过**25**个字母）；避免使用相似或者仅在大小写上有区别的名字；避免使用数字，但可用**2代替to**，用**4代替for**等，如：go2Jsp。

## 文件、包

文件名当与其类严格相同，所有单词首字母大写；

**包名**一般以**项目**或者**模块名**命名，少用缩写和长名，**一律小写**；

基本包：net.yasion.common.cthq.crm,所有包、文件都从属于此包；

包名按照如下：

[基本包].[公司名缩写].[核心或者子系统名].[模块名].[子模块名].…

如：

net.yasion.tlep.crm.core

net.yasion.tlep.crm.jdbc

net.yasion.tlep.crm.util

不得将类直接定义到基本包下面，所有项目中的类、接口等都当定义在各自的项目项目和模块包中。

## 类、接口

所有单词首字母大写。使用能确切反应该类、接口含义、功能等的词。一把采用名词。接口可带**I**前缀或**able**、**ible**、**er**等后缀。

## 属性

### 常量

采用完整的英文大单词，在词与词之间用**下划线连接**，如DEFAULE\_VALUE。

### 变量和参数

对于不能清楚地识别改变量类型的变量应使用**类型缩写**作为其前缀，如字符串使用strXXX，boolean使用isXXX，hasXXX等。除第**一个单词**外其余单词首字母大写。

对私有变量可以使用\_作为前缀，但是在其存取方法中将其前缀去掉。

### 集合

一个集合，例如数组和矢量。应采用复数命名来表示队列中存放的对象类型。命名应采用完整的英文描述符，名字由所有非开头的单词的第一个字母大写，适当使用集合缩写前缀。如：

Vector vProducts = new Vector();//产品向量

Array aryUsers = new Array(); //用户列表

### 其他

命名时采用复数来表示他们代表多值，例如orderItems。

## 方法

方法的命名应采用完整的英文描述符，大小写混合使用：所有中间单词的第一个字母大写。 方法名称的第一个单词常常采用一个有**强烈动作色彩**的**动词**。取值类使用 get 前缀，设值类使用 set 前缀，判断类使用 is(has)前缀。

例：getName()、setSarry()、isLogon() 方法参数建议顺序：(被操作者，操作内容，操作标志，其他……)。

## SpringMVC命名规范

### Action的命名

Action的命名：**XxxAct**。例如UserAct。

Action中的方法使用add、edit、save 、view、list 、delete等含义清晰的名称来表达方法，

### JSP的命名

这里主要针对jsp页面命名。Jsp页面我们是分模块进行管理的，不同模块的jsp页面应该放到不同的文件夹里。Jsp页面的命名应该是与Action中的方法命名对应，方便管理。

* 与Action中add，edit方法对应的页面命名为：edit.jsp，例如：edit.jsp 。
* 与Action中list方法对应的页面命名为：list.jsp，例如：list.jsp 。
* 与Action中viewt方法对应的页面命名为：view.jsp，例如：view.jsp 。

## DAO命名规范

### 接口命名

接口命名：**IXxxDAO**。例如：**IUserDAO** 。

接口对应的方法命名可以对照Action命名规则。

saveXxx/save：此方法用来新增记录，例如 ：saveUser(User user);/save(User user);

updateXxx/update：此方法用来修改记录，例如 ：updateUser(User user)/update(User user);

deleteXxx：此方法用来删除某条或者多条记录，例如 ：deleteByRoleId（int id）；

listXxx：此方法用来显示某条记录，例如 ：listStatisticsByQuestionnaire（int id）；

selectXxx：此方法用显示符合条件的列表，例如 ：selectUSerByDepartId（int departId）；

### 接口实现命名

接口实现命名：**XxxDAOImpl**，例如**UserDAOImpl**

## Service命名规范

### 接口命名

Service接口命名：**IXxxService**，例如**IUserServce**，里面的方法可以参照DAO里面的方法命名

saveXxx/save：此方法用来新增记录，例如 ：saveUser(User user);/save(User user);

updateXxx/update：此方法用来修改记录，例如 ：updateUser(User user)/update(User user);

removeXxx：此方法用来删除某条或者多条记录，例如 ：removeById（int id）；

findXxx：此方法用来显示某条记录，例如 ：findByDTO（int id）；

selectXxx：此方法用显示符合条件的列表，例如 ：selectUSerByDepartId（int departId）；

### 接口实现命名

接口实现命名：**XxxServiceImpl**，例如**UserServiceImpl**

## 配置文件命名规范

### Hibernate配置文件

统一存放hibernate配置文件，配置文件统一存放在/WEB-INF/config/hibernate/mapping/子系统或者核心系统名称/\*.hbm.xml；按照表来划分hbm.xml文件。

hbm.xml文件采用**union-subclass**方式编写，因为里面使用了**继承映射**。具体查考开发文档。

### Spring配置文件

BeanId的名称采用模块名+功能名+bean的形式命名；(如果有)

### 查询配置文件

Query文件name名称采用模块名+功能名+query的形式命名；(如果有)

## 命名约定表

命名约定表：

|  |  |  |
| --- | --- | --- |
| **操作项** | **命名约定** | **示例** |
| 参数 | 使用传递值/对象的完整的英文描述符 | userID |
| 字段/属性 | 字段采用完整的英文描述，第一个字母小写，任何中间单词的首字母大写 | firstName |
| 布尔型的获取成员函数 | 所有的布尔型获取函数必须用单词is（has）做前缀 | isString()  hasMoney() |
| 类 | 采用完整的英文描述符，所有单词的第一个字母大写 | Customer |
| 编译单元文件 | 使用类或接口的名字，或者如果文件中除了主类之外还有多个类时， 加上前缀 java 来说明它是一个源码文件 | Customer.java |
| 构造函数 | 使用类名 | Customer() |
| 析构函数 | Java 没有析构函数，但一个对象在垃圾收集时，调用成员函数finalize() | finalize() |
| 异常类名 | 由表示该异常类型等的单词和Exception 组成 | SQLException  ActionException |
| 异常实例名 | 通常采用字母 e 、ex 表示异常。多个异常时使用异常名或其简写加 E、Ex 等构成 | E、SQLEx |
| 静态常量字段（常量） | 全部采用大写字母，单词之间用下划线分隔。采用静态常量获取成员函数 | DEFAULT\_NAME |
| 获取成员函数 | 被访问字段名的前面加上前缀get | getUserName() |
| 接口 | 采用完整的英文描述符说明接口封装，所有单词的第一个字母大写。 使用 I 前缀，其后使用 able, ible 或者 er 等后缀，但这不是必需的 | IRunnable  IPrompter |
| 局部变量 | 采用完整的英文描述符，第一个字母小写，但不要隐藏已有字段。例 如，如果有一个字段叫firstName，不要让一个局部变量 叫 firstName。 | strName,totalMoney |
| 循环计数器 | 通常采用字母 i，j，k 或者counter，index | i,j,k,count,index |
| 包 | 采用完整的英文描述符，所有单词都小写，多个单词以下划线相连。 所有包都属于com.telecom |  |
| 成员函数 | 采用完整的英文描述说明成员函数功能，第一个单词尽可能采用一个 生动的动词，除第一个单词外，每个单词第一个字母小写。 | openFile() |

# 类与接口

## 基本原则

类的划分粒度，不可太大，造成过于庞大的单个类，也不可太细，从而使类的继承太深。一 般而言，一个类只做一件事；另一个原则是根据每个类的职责进行划分，比如用 User 来存放用户信息，而用 UserDAO 来对用户信息进行数据访问操作（比如存取数据库），用 UserManager 来封装用户信息的业务操作等等。 多使用设计模式，随时重构。多个类中使用相同方法时将其方法提到一个接口中或使用抽象类，尽量提高重用度。 将不希望再被继承的类声明成 final，例如某些实用类，但不要滥用 final，否则会对系统的可扩展性造成影响。 将不希望被实例化的类的缺省构造方法声明成private。

## 抽象类与接口

一般而言：接口定义行为，而抽象类定义属性和公有行为，注意两者间的取舍，在设计中， 可由接口定义公用的行为，由一个抽象类来实现其部分或全部方法，以给子类提供统一的行为定义，可参考 Java 集合等实现。多使用接口，尽量做到面向接口的设计，以提高系统的可扩展性。

## 继承与组合

尽量使用组合来代替继承，一则可以使类的层次不至于过深，而且会使类与类，包与包之间 的耦合度更小，更具可扩展性。

# 方法

## 基本原则

一个方法只完成一项功能，在定义系统的公用接口方法外的方法应尽可能的缩小其可见性。 避免用一个类是实例去访问其静态变量和方法。避免在一个较长的方法里提供多个出口：

//不要使用这钟方式，当处理程序段很长时将很难找到出口点

if(condition){

return A;

}else{

return B;

}

//建议使用如下方式 String result = null; if(condition){

result = A;

}else{

result = B;

}

return result;

## 参数与返回值

避免过多的参数列表，尽量控制在 5 个以内，若需要传递多个参数时，当使用一个容纳这些 参数的对象进行传递，以提高程序的可读性和可扩展性。

参数类型和返回值尽量接口化，以屏蔽具体的实现细节，提高系统的可扩展性，例如：

public void joinGroup(List userList){}

public List listAllUsers(){}

# 表达式与语句

## 基本原则

表达式和语句当清晰、简洁，易于阅读和理解，避免使用晦涩难懂的语句。 每行至多包含一条执行语句，过长当换行。

避免在构造方法中执行大量耗时的初始化工作，应当将这中工作延迟到被使用时再创建相应资源，如果不可避免，则当使用对象池和 Cache 等技术提高系统性能。 避免在一个语句中给多个变量赋相同的值。它很难读懂。

不要使用内嵌(embedded)赋值运算符试图提高运行时的效率，这是编译器的工作。 尽量在声明局部变量的同时初始化。唯一不这么做的理由是变量的初始值依赖于某些先前发生的计算。 一般而言，在含有多种运算符的表达式中使用圆括号来避免运算符优先级问题，是个好方法。即使运算符的优先级对你而言可能很清楚，但对其他人未必如此。你不能假设别的程序员和你一样清楚运算符的优先级。

不要为了表现编程技巧而过分使用技巧，简单就好。

## 控制语句

判断中如有常量，则应将常量置与判断式的右侧。如：

if ( true == isAdmin())...

尽量不使用三目条件判断。

所有 if 语句必须用{}包括起来,即便是只有一句：

if (true){

//do something......

}

if (true)

i = 0; //不要使用这种

当有多个 else 分句时当分别注明其条件，注意缩进并对齐，如：

//先判断 i 是否等于 1

if (i == 1){//if\_1

//.....

}//然后判断 i == 2

else if (i == 2){

//i == 2 说明。。。。。。

j = i;

}//如果都不是(i > 2 || i < 1)

else{

//说明出错了

//....

}//end if\_1

过多的 else 分句请将其转成 switch 语句或使用子函数。

每当一个 case 顺着往下执行时(因为没有 break 语句)，通常应在 break 语句的位置添加注释。如：

switch (condition) {

case ABC:

//statements;

//继续下一个 CASE

case DEF:

//statements;

break;

case XYZ:

//statements;

break;

default:

//statements;

break;

}//end switch

## 循环语句

循环中必须有终止循环的条件或语句，避免死循环。

当在 for 语句的初始化或更新子句中使用逗号时，避免因使用三个以上变量，而导致复杂度 提高。若需要，可以在 for 循环之前(为初始化子句)或 for 循环末尾(为更新子句)使用单独的语句。

因为循环条件在每次循环中多会执行一次，故尽量避免在其中调用耗时或费资源的操作，比较一下两种循环的差异：

//不推荐方式

while(index < products.getCount()){

//每此都会执行一次 getCount()方法，

//若此方法耗时则会影响执行效率

//而且可能带来同步问题，若有同步需求，请使用同步块或同步方法

}

//推荐方式

//将操作结构保存在临时变量里，减少方法调用次数

final int count = products.getCount();

while(index < count){

}

# 错误与异常

## 基本原则

通常的思想是只对错误采用异常处理：逻辑和编程错误，设置错误，被破坏的数据，资源耗 尽，等等。

通常的法则是系统在正常状态下以及无重载和硬件失效状态下，不应产生任何异常。

最小化从一个给定的抽象类中导出的异常的个数。 对于经常发生的可预计事件不要采用异常。

不要使用异常实现控制结构。 确保状态码有一个正确值。

在本地进行安全性检查，而不是让用户去做。

若有 finally 子句，则不要在 try 块中直接返回，亦不要在 finally 中直接返回。

## 已检查异常和运行时异常

已检查异常必须捕捉并做相应处理，不能将已检查异常抛到系统之外去处理。 对可预见的运行时异常当进行捕捉并处理，比如空指针等。通常，对空指针的判断不是使用

捕捉 NullPointException 的方式，而是在调用该对象之前使用判断语句进行直接判断，如：

//若不对 list 是否为 null 进行检查，则在其为 null 时会抛出空指针异常

if(null != list && 0 < list.size()){

for(int i = 0; i < list.size(); i++){

}

}

建议使用运行时异常(RuntimeException)代替已检查异常（CheckedException），请参考网络资源以对此两种异常做更深入理解。

## 异常的捕捉与处理

捕捉异常是为了处理它，不要捕捉了却什么都不处理而抛弃之，最低限度当向控制台输出当 前异常，如果你不想处理它，请将该异常抛给它的调用者，建议对每个捕捉到的异常都调用printStackTrace()输出异常信息，避免因异常的湮没。

多个异常应分别捕捉并处理，避免使用一个单一的 catch 来处理。如：

try {

//do something

}catch(IllegalStateException IllEx){

IllEx.printStackTrace();

//deal with IllEx

}catch(SQLException SQLEx){

SQLEx.printStackTrace();

throw SQLEx; //抛给调用者处理

}finally{

//释放资源

}

# 测试和Bug跟踪

## 基本原则

测试不通过的代码不得提交到版本控制库库或者发布。

不得隐瞒、忽略、绕过任何 Bug，有 Bug 不一定是你的错，但有了 Bug 不作为就是你的不对了。

多做测试，测试要完全，尽量将各种可能情况都测试通过，尽量将可能的 Bug 在开发中捕捉并处理掉。

测试要保证可再测试性。 测试应当对数据库等资源不留或少留痕迹，例如，当测试添加一个用户时，在其成功后当及时从数据库中删除该记录，以避免脏数据的产生（由此衍生的一个经验是将添加、获取、删除一起测试）。

对关键功能必须测试并通过，对辅助功能及非常简单之功能可不做测试。

## 测试驱动开发

测试驱动开发可很好的避免 Bug 的发生，并提升程序的质量，有助于提高个人的编程水平 等，因此在开发中当逐步转向有测试驱动的开发，先写测试，再写代码。

## Junit单元测试

在 Java 应用中，单元测试使用 Junit 及其衍生工具。

在 TestCase 的 setUp()中初始化应用，在 tearDown()中释放资源。可由一个基础 TestCase完成这些任务，其他 TestCase 继承之。

## 自动测试与持续集成

测试应当由系统自动完成并向相应人员发送测试报告。由持续集成工具来完成测试的自动化。

## Bug跟踪与缺陷处理

当系统出现 Bug 时当由该 Bug 的负责人（代码负责人）尽快修改之。 Bug 的处理根据其优先级高低和级别高低先后处理，禁止隐瞒 Bug。

测试人员 开发人员

![](data:image/png;base64,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)

# 性能与安全

## 基本原则

性能的提升并不是一蹴而就的，而是由良好的编程积累的，虽然任何良好的习惯和经验所提 升的性能都十分有限，甚至微乎其微，但良好的系统性能却是由这些习惯等积累而成，不积细流，无以成江海！

## String与StringBuffer

不要使用如下 String 初始化方法：

String str = new String(“abcdef”)； 这将产生两个对象，应当直接赋值；

在处理可变 String 的时候要尽量使用 StringBuffer 类，StringBuffer 类是构成 String类的基础。String 类将 StringBuffer 类封装了起来，（以花费更多时间为代价）为开发人员提 供了一个安全的接口。当我们在构造字符串的时候，我们应该用StringBuffer来实现大部分的工作，当工作完成后将StringBuffer对象再转换为需要的String对象。比如：如果有一个字符串必须不断地在其后添加许多字符来完成构造，那么我们应该使用StringBuffer对象和她的append() 方法。如果我们用String对象代替StringBuffer对象的话，将会花费许多不必要。

## 集合

避免使用 Vector 和 HashTable 等旧的集合实现，这些实现的存在仅是为了与旧的系统兼容，而且由于这些实现是同步的，故而在大量操作时会带来不必要的性能损失。在新的系统设计中不当出现这些实现，使用 ArrayList 代替Vector，使用 HashMap 代替 HashTable。 若却是需要使用同步集合类，当使用如下方式获得同步集合实例：

Map map = Collections.synchronizedMap(new HashMap());

由于数组、ArrayList 与 Vector 之间的性能差异巨大（具体参见《Java fitball》），故在 能使用数组时不要使用 ArrayList，尽量避免使用 Vector。

## 对象

避免在循环中频繁构建和释放对象，不再使用的对象应及时销毁。

如无必要，不要序列化对象。

## 同步

在不需要同步操作时避免使用同步操作类，如能使用 ArrayList 时不要使用 Vector。 尽量少用同步方法，避免使用太多的 synchronized 关键字。

尽量将同步最小化，即将同步作用到最需要的地方，避免大块的同步块或方法等。

## final

将参数或方法声明成 final 可提高程序响应效率，故此： 注意绝对不要仅因为性能而将类、方法等声明成 final，声明成 final 的类、方法一定要确信不再被继承或重载！ 不需要重新赋值的变量（包括类变量、实例变量、局部变量）声明成 final；

所有方法参数声明成 final；

私有(private)方法不需要声明成 final；

若方法确定不会被继承，则声明成 final；

## 垃圾回收与资源释放

不要过分依赖 JVM 的垃圾收集机制，因为你无法预测和知道 JVM 在什么时候运行 GC。 尽可能早的释放资源，不再使用的资源请立即释放。

可能有异常的操作时必须在 try 的 finally 块中释放资源，如数据库连接、IO 操作等：

Connection conn = null;

try{

//do something

}catch(Exception e){ //异常捕捉和处理

e.printStackTrack();

}finally{

//判断 conn 等是否为 null if(null != conn){

conn.close();

}

}//end try...catch...finally